### Sikuli

#### Test Modularity and Reuse

##### Test Creation Language or Mechanism

Sikuli’s scripting language is Python, a high level, general purpose language which is well documented with an abundance of books, examples and tutorials. It must be noted that the version of Python used in Sikuli is not based on the standard Python interpreter, C-Python, but instead is based on the Jython interpreter. Jython is an implementation of the Python language for the Java platform. This means that user written or Open Source supplied Python/Jython modules will run if they are supported by Jython 2.5.1 (as of this writing). If any code references the C-type interface (inline C code and/or direct access to C/C++ libraries) then that code will not run in Sikuli because it is not supported by Jython. For more information see “Import user defined Python Modules” (<https://answers.launchpad.net/sikuli/+faq/1114> ) and “Language and Syntax” (<http://www.jython.org/jythonbook/en/1.0/LangSyntax.html>) for more information.

##### Function/Sub-Test Definition

Sikuli handles functions and sub-tests like any typical high level Object Oriented language. See the next section for more details.

##### Object Oriented Capability

Because the language for Sikuli automated test scripts is Python, Sikuli scripts are fully Object Oriented. Python classes provide all the standard features of Object Oriented Programming: the class inheritance mechanism allows multiple base classes, a derived class can override any methods of its base class or classes, and a method can call the method of a base class with the same name. A wealth of information may be found at <http://docs.python.org/2/tutorial/classes.html>.

#### Tool Usability

##### IDE Ease of Use

Sikuli’s IDE is rather sparse. It provides a basic text editing pane for writing and saving scripts and a chooser for selecting operator GUI actions for image capture, text input, etc. As of this writing the IDE contains a few bugs that range from annoying to quite troublesome. The two most prevalent are:

1. Sikuli IDE Preferences - The first problem relates to directory preferences where captured images and scripts are stored. If this directory is not set **prior** to attempting to save the scripts and images, the Sikuli IDE will not properly save the data.
2. Sikuli/Java Environment - The second problem relates to the IDE not running. If you are sure a simple Xterm can be displayed from the command line, then the problem could be due to the settings for the Java environment automatically created by the Sikuli IDE. When the Sikuli IDE runs, it creates and updates a preferences file in ~your\_home/.java/.userPrefs/org/sikuli/ide/pref.xml (pay attention to the “.” in .java and .userPrefs). If the Sikuli IDE is not displaying or running, then try navigating to that directory, deleting that pref.xml file, and rerunning the Sikuli IDE. If that doesn’t fix the problem then delete the entire Sikuli directory from that path. That should fix the environment problem but doing this will remove your preferences (Issue 1) and they must be set again before saving any Sikuli scripts.

##### Time to Create Common Scenario

##### Time to Execute Common Scenario

#### SUT Interaction and Performance

##### Image Capture and Scan

As with the other tools, images are captured from the system under test using the mouse to click and drag a “rubber band” around the desired image. Images are saved in the user defined Sikuli directory structure as portable network graphics (png) files and the IDE allows for these files to be saved using descriptive names. And as with the other tools, there are capabilities to limit the search to a specific region on the screen, and to choose a “click point” so that the center of the matched image is not the only place where the mouse may click. This is useful for instance when trying to find the correct “File” menu when there may be several visible on a screen at one time.

The Sikuli IDE also has a “Matching Preview” view. When activated this provides a snapshot of the currently displayed screen and allows the script writer, during script development, to determine if the captured image is found once, more than once, or not at all. It also allows for tuning of the match sensitivity, making the algorithm more or less stringent.

##### Optical Character Recognition

#### Collaboration

Sikuli’s IDE generates an organized directory structure with user provided file names, and all lend themselves well to a source control system.

#### Other

##### Linking Requirements to Test Steps

This capability is not available in Sikuli.

##### Test Execution Reporting Capabilities

Sikuli’s test execution and reporting capabilities are the weakest among the evaluated tools. When running a test script, the Sikuli IDE closes its window before the script executes. After several seconds of inactivity, and what appears to be initialization time, scripted actions begin taking place. The execution time of the script is on par with the other tools, as long as the images are found. When an image is not found, there is another period of inactivity and the IDE is redisplayed. The problem is there appears to be no capability to pause or interrupt a running script, or to debug it. The script simply stops and reports either the line or function that failed.

##### Customer Support and Licensing

Sikuli is Open Source and uses the MIT license.